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## Дослідження парного обміну

### Парний блокуючий обмін

Блокуючі функції мають на увазі вихід із них лише після повного закінчення операції, тобто викликаючий процес блокується, доки операція не буде завершена. Для функції відправки повідомлення це означає, що всі дані, що пересилаються, поміщені в буфер (для різних реалізацій MPI це може бути або якийсь проміжний системний буфер, або безпосередньо буфер одержувача). Для функції прийому повідомлення блокується виконання інших операцій, поки всі дані буфера не будуть поміщені в адресний простір приймаючого процесу.

У стандартному режимі виконання операції обміну включає три етапи:

1. Передавальна сторона формує пакет повідомлення, в який крім інформації, що передається, упаковуються адреса відправника (source), адреса одержувача (dest), ідентифікатор повідомлення (tag) і комунікатор (comm). Цей пакет передається відправником у системний буфер, і на цьому функція надсилання повідомлення закінчується.
2. Повідомлення системними засобами передається адресатові.
3. Приймаючий процесор отримує повідомлення із системного буфера, коли в нього з'явиться потреба в цих даних. Змістовна частина повідомлення міститься в адресний простір приймаючого процесу (параметр buf), а службова - параметр status.

Блокуюча функція відправки в mpi4py:

send(obj, dest, tag=0)

Параметри:

* obj (Any) – дані для пересилки
* dest ([int](https://docs.python.org/3/library/functions.html#int)) – номер процеса-отримувача
* tag ([int](https://docs.python.org/3/library/functions.html#int)) – ідентифікатор повідомлення

Блокуюча функція отримання в mpi4py:

recv(obj , source=ANY\_SOURCE, tag=ANY\_TAG, status=None)

Параметри:

* obj (Any) – змінна для отриманих даних
* dest ([int](https://docs.python.org/3/library/functions.html#int)) – номер процеса-отримувача
* tag ([int](https://docs.python.org/3/library/functions.html#int)) – ідентифікатор повідомлення
* status (Optional[Status]) – атрибути отриманого повідомлення

Програма-шаблон використання блокуючого обміну:

from mpi4py import MPI

comm = MPI.COMM\_WORLD

rank = comm.Get\_rank()

if rank == 0:

    data = {'a': 1, 'b': 2}

    print(f'Sent data: {data}')

    # data is changed right after the send command, so we need blocking send to be sure that

    # other process receives original version

    comm.send(data, dest=1, tag=1)

    data['a'] = 'hello'

elif rank == 1:

    # data is changed right after the receive command, so we need blocking receive to be sure that

    # original object is not changed in the sending process

    data = comm.recv(source=0, tag=1)

    print(f'Received data: {data}')

    data['a'] = 'world'

print(f'Changed data in {rank}: {data}')

Результат виконання:
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### Парний неблокуючий обмін

Неблокуючі функції мають на увазі поєднання операцій обміну з іншими операціями, тому неблокуючі функції передачі та прийому по суті є функціями ініціалізації відповідних операцій, які повертають об’єкт типу Request – запит обміну. Для завершення операції вводяться додаткові функції wait та test. Повернення з підпрограми відбувається негайно (immediate) без очікування закінчення передачі даних. Цим пояснюється префікс I в іменах функцій. Тому змінну buf повторно використовувати не можна доти, доки не буде погашено "запит обміну".

Неблокуюча функція відправки в mpi4py:

isend(obj , dest, tag=0): Request

Параметри:

* obj  (Any) – дані для пересилки
* dest ([int](https://docs.python.org/3/library/functions.html#int)) – номер процеса-отримувача
* tag ([int](https://docs.python.org/3/library/functions.html#int)) – ідентифікатор повідомлення

Повертає об'єкт типу Request

Неблокуюча функція отримання в mpi4py:

irecv(obj , source=ANY\_SOURCE, tag=ANY\_TAG, status=None): Request

Параметри:

* obj (Any) – змінна для отриманих даних
* dest ([int](https://docs.python.org/3/library/functions.html#int)) – номер процеса-отримувача
* tag ([int](https://docs.python.org/3/library/functions.html#int)) – ідентифікатор повідомлення
* status (Optional[Status]) – атрибути отриманого повідомлення

Повертає об'єкт типу Request

Клас Request має наступні методи для обробки операцій пересилок:

* Нелокальна блокуюча операція Wait. Повернення відбувається після завершення операції, пов'язаної із запитом. У параметрі status повертається інформація про завершену операцію.

Wait(status=None)

Параметри:

status (Optional[Status]) – атрибути отриманого повідомлення

* Локальна неблокуюча функція Test. Якщо пов'язана із запитом операція завершена, повертається true, а status містить інформацію про завершену операцію. Якщо операція, що перевіряється, не завершена, повертається false, а значення status у цьому випадку не визначено.

Test(status=None): bool

Параметри:

status (Optional[Status]) – атрибути отриманого повідомлення

Програма-шаблон використання неблокуючого обміну:

from mpi4py import MPI

comm = MPI.COMM\_WORLD

rank = comm.Get\_rank()

if rank == 0:

    data = {'a': 7, 'b': 3.14}

    print(f'Sent data: {data}')

    req = comm.isend(data, dest=1, tag=11)

elif rank == 1:

    req = comm.irecv(source=0, tag=11)

for i in range(2):

        print(f'Calculation {i} in process {rank} that is done while data is sending')

if rank == 0:

    req.wait()

elif rank == 1:

    data = req.wait()

    print(f'Received data: {data}')

Результат виконання:

![Text

Description automatically generated](data:image/png;base64,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)

### Додаткові режими комунікації

Як для блокуючих, так і неблокуючих операцій MPI підтримує чотири режими виконання. Ці режими стосуються лише функцій передачі даних, тому для блокуючих та неблокуючих операцій є чотири функції посилки повідомлення. У таблиці нижче перераховані імена базових комунікаційних функцій типу точка-точка, що є в бібліотеці MPI.

|  |  |  |
| --- | --- | --- |
| **Режим виконання** | **З блокуванням** | **Без блокування** |
| Стандартна відправка | MPI\_Send | MPI\_Isend |
| Синхронна відправка | MPI\_Ssend | MPI\_Issend |
| Буферизована відправка | MPI\_Bsend | MPI\_Ibsend |
| Узгоджена відправка | MPI\_Rsend | MPI\_Irsend |
| Прийом | MPI\_Recv | MPI\_Irecv |

* Префикс S (synchronous) – означає синхронний режим передачі. Операція передачі даних закінчується лише тоді, коли закінчується прийом даних. Функція нелокальна.
* Префикс B (buffered) – означає буферизований режим передачі. В адресному просторі процесу передачі за допомогою спеціальної функції створюється буфер обміну, який використовується в операціях обміну. Операція посилки закінчується, коли дані вміщені в цей буфер. Функція має локальний характер.
* Префикс R (ready) – узгоджений чи підготовлений режим передачі. Операція передачі починається лише тоді, коли приймаючий процесор виставив ознаку готовності прийому даних, ініціювавши операцію прийому. Функція нелокальна.
* Префикс I (immediate) – відноситься до неблокуючих операцій.

Всі функції передачі та прийому повідомлень можуть використовуватись у будь-якій комбінації одна з одною. Функції передачі, що знаходяться в одному стовпці, мають абсолютно однаковий синтаксис і відрізняються лише внутрішньою реалізацією.

## Дослідження конструювання та обміну  структур даних

### Аналіз функцій конструювання структур даних

При розробці паралельних програм іноді виникає потреба передавати дані різних типів (наприклад, структури) або дані, розташовані в безмежних областях пам'яті (частини масивів, що не утворюють безперервну послідовність елементів). MPI надає два механізми ефективного пересилання даних у згаданих вище випадках:

* шляхом створення похідних типів для використання у комунікаційних операціях замість визначених типів MPI;
* пересилання упакованих даних (процес-відправник упаковує дані перед їх відправкою, а процес-одержувач розпаковує їх після отримання).

Однак так як в mpi4py функції приймають не буфери, а тип Any, конструювання структур даних є надлишковим, адже за потреби можна переслати просто список різних об’єктів

### Програма-шаблон для парного обміну списками даних

from mpi4py import MPI

comm = MPI.COMM\_WORLD

rank = comm.Get\_rank()

if rank == 0:

    data = [1, True, 'and any other objects']

    print(f'Sent data: {data}')

    comm.send(data, dest=1, tag=1)

elif rank == 1:

    data = comm.recv(source=0, tag=1)

    print(f'Received data: {data}')

Результат виконання:
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### Програма-шаблон для кільцевого парного обміну списками даних

from mpi4py import MPI

comm = MPI.COMM\_WORLD

rank = comm.Get\_rank()

n\_procs = comm.Get\_size()

if n\_procs > 1:

    if rank == 0:

        data = [0 for i in range(n\_procs)]

        print(f'Process {rank} sent data: {data}')

        comm.send(data, dest=1)

        data = comm.recv()

        print(f'Final data: {data}')

    else:

        data = comm.recv()

        print(f'Process {rank} received data: {data}')

        data[rank] = rank

        print(f'Process {rank} made changes')

        comm.send(data, (rank + 1) % n\_procs)

else:

    print("Number of processes should be greater than 1")
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## Використання шаблонів для розподілених обчислень

Обчислення середнього арифметичного випадкового масиву чисел:

from mpi4py import MPI

import random

comm = MPI.COMM\_WORLD

rank = comm.Get\_rank()

n\_procs = comm.Get\_size()

def chunks(lst, n):

    for i in range(0, len(lst), n):

        yield lst[i:i + n]

if n\_procs > 1:

    if rank == 0:

        start = MPI.Wtime()

        n = 1000000

        data = [random.randrange(1, n, 1) for i in range(n)]

        requests = []

        chunks = list(chunks(data, n\_procs - 1))

        for i in range(1, n\_procs):

            requests.append(comm.isend(chunks[i-1], dest=i))

        MPI.Request.waitall(requests)

        requests = []

        for i in range(1, n\_procs):

            requests.append(comm.irecv(source=i))

        results = MPI.Request.waitall(requests)

        print(f'Arifmetic mean: {sum(results)/n}')

        print(f'Elapsed time: {MPI.Wtime() - start}')

    else:

        data = comm.recv()

        sum = sum(data)

        comm.send(sum, dest=0)

else:

    print("Number of processes should be greater than 1")

Час виконання t в залежності від кількості процесів-робітників p (при розмірі масиву чисел n = 1000000):

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| p | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| t | 0.8525 | 0.6818 | 0.591 | 0.5735 | 0.5647 | 0.5351 | 0.5432 |

Закон Амдала:

![A picture containing text, clock

Description automatically generated](data:image/png;base64,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)

В цій програмі треба виконати n обчислень: n-1 операцію суми та 1 операцію ділення. З них в головному процесі виконується послідовно p операцій: p-1 операцій суми отриманих від процесів проміжних сум та 1 операція ділення. Тоді

Отже, в нашому випадку формула для розрахунку прискорення за законом Амдала набуває вигляд:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| p | 1 | 2 | 3 | 4 | 5 | 6 |
| Sp | 1 | 1.999 | 2.99 | 3.99 | 4.99 | 5.99 |

Можна побачити, що ця задача надто просто для розподілених обчислень, адже з часом на пересилку даних між зростаючою кількістю процесів витрачається більше часу ніж на безпосередньо обчислення незважаючи на теоретичне лінійне прискорення за законом Амдала.

## Контрольні запитання

### Можно ли использовать функцию MPI\_Recv, если не известен отправитель сообщения или тэг сообщения?

Так, адже за замовчуванням параметри source та tag дорівнюють константам «будь-який відправник» та «будь-який тег».

### В каком случае использование функций MPI\_Send и MPI\_Recv приведет к дедлоку?

Якщо усі процеси намагатимуться спочатку отримати дані, а потім відправити їх

### В чем различие между блокирующим и неблокирующим обменом?

При блокуючому обміні викликаючий його процес блокується, доки операція обміну не завершилася та не переходить до наступних команд. При неблокуючому обміні операції відправки та отримання спочатку відбувається лише ініціалізація відповідних операцій, після якої процес може переходити до наступних команд, а завершення цих операцій гарантується додатковими функціями.